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У контексті Android-безпеки використовуються два основних підходи до 

аналізу застосунків: статичний аналіз (аналіз коду та структури без виконання) 

та динамічний аналіз (аналіз поведінки при запуску в ізольованому середовищі). 

Я проаналізував найпоширеніші техніки ухилення від статичного аналізу 

(обфускація, пакування коду, поліморфізм/метаморфізм, алгоритмічне 

маскування) та динамічного (виявлення емульованого середовища, відкладене 

виконання, маскування реальної поведінки) і ось найдієвіші з них, на які треба 

звернути увагу: 

Використання нативного коду. Нативні бібліотеки (.so) можуть вміщувати 

шифрований або заплутаний шкідливий код, який важко аналізувати 

стандартними засобами для DEX. При цьому сам нативний код може теж 

змінюватися (наприклад, використовувати поліморфні шифри для 

приховування). Тактика запускати частину логіки в нативі використовується як 

для оптимізації, так і для обходу - багато сучасних мобільних вірусів ховають 

критичну функціональність у .so, розраховуючи, що антивірус, націлений на 

Java/Dalvik, пропустить цю частину [1]. 

Обфускація і пакування коду. Шкідлива логіка маскується шифруванням, 

перейменуванням класів і змінних, захованими рядками, динамічним 

завантаженням .dex-файлів. Це робиться, щоб статичний аналіз не розпізнав 

зловмисних фрагментів за сигнатурами. Наприклад, поліморфні трояни успішно 

генерують безліч нових варіантів коду, змінюючи його структуру, але 

зберігаючи ту ж поведінку [2]. 

Анти-емуляційні та анти-дебаг прийоми. У динамічному аналізі антивірус 

зазвичай виконує додаток у віртуальному середовищі. Зловмисники перевіряють 

Build.MODEL, сенсори, SIM-карту й інші ознаки “реального” пристрою: якщо 

виявляється емулятор, троян вимикає шкідливу функціональність. Так, 

банківські трояни на кшталт BankBot або Anubis вмикали злочинну активність 

лише за умови, що пристрій справжній [3; 4]. 

Відкладена активація та anti-fuzzing. Деякі загрози чекають певного часу 

чи події (наприклад, перезавантаження або підключення до мережі) або дій від 

користувача, які не може зробити бот, щоб активувати шкідливий функціонал. 

Це ускладнює динамічний аналіз у sandbox, де зазвичай перевірка триває 

короткий проміжок. Відносно відомий приклад - BrainTest, що залишалася 
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непоміченою в Google Play, бо його шкідлива частина активувалася лише через 

кілька запусків [3; 5]. 

На завершення, можна сказати, що баланс між захистом та продуктивністю 

поступово зміщується в бік більшої глибини аналізу, оскільки загрози 

ускладняються. Завдяки хмарним технологіям і спільним зусиллям, антивірусні 

системи можуть дозволити собі витрачати більше ресурсів на перевірку 

підозрілих програм, не обтяжуючи пристрій кінцевого користувача. Це 

позитивна тенденція для безпеки. Та все ж не варто покладатися лише на 

автоматичні засоби. Необхідно дотримуватись базової гігієни безпеки: 

встановлювати додатки тільки з надійних джерел, оновлювати ОС і сигнатури 

AV, перевіряти дозволи, які запитує застосунок. Багато складних атак можна 

попередити ще на цьому рівні - не давши професійно замаскованому вірусу 

шансів проникнути на пристрій. Антивірусні технології продовжать 

удосконалюватись, але і зловмисники шукатимуть нові шляхи - тому пильність і 

багаторівневий підхід до безпеки залишаються найкращою рекомендацією. 
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